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Fig. 1. We present Inverse Painting, a diffusion-based method to generate time-lapse videos of the painting process from a target painting. This figure shows
10 keyframes from the generated painting process for two paintings. By training on acrylic paintings with a similar artistic style to that of the first example in
this figure, our method is capable of handling a diverse range of styles (e.g., Van Gogh, above bottom). The resulting videos resemble how human artists
typically paint, for example, from back to front, focusing on semantic objects or regions at a time, and employing layering techniques. Images courtesy
Catherine Kay Greenup and Rawpixel.

Given an input painting, we reconstruct a time-lapse video of how it may
have been painted. We formulate this as an autoregressive image generation
problem, in which an initially blank “canvas” is iteratively updated. The
model learns from real artists by training on many painting videos. Our
approach incorporates text and region understanding to define a set of
painting “instructions” and updates the canvas with a novel diffusion-based
renderer. The method extrapolates beyond the limited, acrylic style paintings
on which it has been trained, showing plausible results for a wide range
of artistic styles and genres. Our project page and code are available at:
https://inversepainting.github.io/
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1 INTRODUCTION
When we look at a painting, we see only the final outcome of the
artist’s creative process. Leonardo da Vinci worked on theMona Lisa
for 16 years – it would be fascinating to see a time-lapse video of the
Mona Lisa’s creation. While no such video exists for Leonardo, there
are many videos online in which artists have filmed the creation of
entire paintings. These visualizations are fascinating in the way they
show hidden layers, structures, and provide insight into the artistic
creation process. While such visualizations currently exist for only
a tiny subset of paintings in the world, we propose to train machine
learning models on such data to predict how a wide variety of other
paintings could have been made. While the resulting videos should
not be treated as accurate reconstructions of any specific painting’s
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Fig. 2. How a real artist paints. Time lapse from a real painting video, representative of the training painting style. The artist uses a back-to-front order with
layering techniques, starting with the sky, then clouds, mountains, and other elements. The artist typically focuses on one semantic region at a time.

creation, they are nonetheless intriguing and insightful as plausible
reconstructions, in capturing rules that many painters employ, such
as layering, back-to-front-ordering, and focusing on objects/regions
in stages [Bob 1987; Dozier 2007]. While our approach was trained
only on acrylic paintings of landscapes, as shown in Fig. 2, we
believe that future models could produce plausible visualizations
for almost any piece of art.
Previous approaches [de Guevara et al. 2023; Ganin et al. 2018;

Hu et al. 2023b; Huang et al. 2019; Liu et al. 2021; Singh et al. 2021;
Singh and Zheng 2021; Zou et al. 2021] rely on hand-crafted painting
principles instead of learning them from the real painting processes.
Themost relevant work, Timecraft [Zhao et al. 2020], generates time-
lapse videos by learning from actual painting videos. However, it
operates only on low-resolution (50x50 pixels) patches and therefore
lacks holistic semantic context.
We define this task as an autoregressive image generation prob-

lem. It begins with a blank canvas, which is iteratively updated
based on its current state and the target painting. This sequential
updating continues until the artwork is completed. To implement
this, one possible approach, similar to Timecraft [Zhao et al. 2020], is
to train a network that takes the current and target images as inputs
and outputs the updated canvas at each step. However, we’ve found
that a purely pixel-based approach struggles to produce reasonable
results in practice, and thus we incorporate additional semantic
analysis.
In particular, we draw inspiration from the techniques used by

human artists. Consider the second painting in Fig. 1. Initially, an
artist decides on the semantic content to depict – such as the sky –
and selects appropriate areas of the canvas for this content, such as
the upper portion. Subsequently, the artist applies specific paints to
these regions, using blue for the sky, while leaving contents such
as stars for later stages. Building on this observation, we design a
two-stage method that decomposes the instruction generation and
canvas rendering. In the first stage, we generate a textual instruction
and a corresponding regionmask from the current and target images.
The textual instruction provides high-level guidance on the order
of painting, and its corresponding region mask directs the focus
area. In the second stage, a diffusion-based renderer is proposed to
leverage the textual instruction and region mask, in conjunction
with the current and target images, to effectively update the canvas.

Our method can handle in-the-wild landscape paintings across
diverse artistic styles (e.g., Impressionism and Realism) and color
themes, ranging from dark to bright. We demonstrate that our ap-
proach surpasses current state-of-the-art methods in creating high-
quality, human-like painting videos, supported by both qualitative
and quantitative results, as well as human studies.

2 RELATED WORK

2.1 Painting Process Generation
Stroke-Based Rendering. This is a computer graphics technique
that creates non-photorealistic images by placing discrete elements
like brush strokes instead of traditional pixels [Frans and Cheng
2018; Fu et al. 2011; Ganin et al. 2018; Ha and Eck 2017; Haeberli 1990;
Hertzmann 1998; Jia et al. 2019; Litwinowicz 1997; Liu et al. 2023b;
Tang et al. 2017; Xie et al. 2013]. The painting process can be ob-
tained by visualizing the sequence of element placement. However,
many studies mainly focus on generating images in various artistic
styles [Kotovenko et al. 2021; Litwinowicz 1997; Liu et al. 2023b;
Xie et al. 2013; Zou et al. 2021]. They often overlook the order and
position of brush stroke placement, resulting in a non-human-like
painting process. To produce a more human-like painting process,
recent work constrains the placement of brush strokes based on
predefined painting principles using techniques such as reinforce-
ment learning (RL) [de Guevara et al. 2023; Ganin et al. 2018; Hu
et al. 2023b; Huang et al. 2019; Singh et al. 2021; Singh and Zheng
2021; Zou et al. 2021] or Transformers [Liu et al. 2021]. For exam-
ple, [Liu et al. 2021] developed a Transformer-based [Vaswani et al.
2017] feed-forward painter that applies a coarse-to-fine painting
strategy. Initially, the painter works from a blurry (downsampled)
version of the target painting, progressively refining the canvas
using higher-resolution versions until the painting is complete.

However, these techniques face two limitations: (1) They rely on
hand-crafted painting principles that do not accurately mimic the
actual human painting process, whereas our method learns from
real-world painting data. (2) Their parameterized brush strokes fail
to capture the full variation observed in real painting processes and
result in an approximate version of the target painting. In contrast,
our diffusion-based renderer effectively handles these variations
and recreates the target painting more accurately.
Pixel-Based Generation. This stream of work generates the paint-
ing process by directly updating pixels on the canvas [Leiser and
Schlippe 2021; Wang et al. 2024; Zhao et al. 2020]. [Wang et al.
2024] used a Vision Transformer (ViT) [Dosovitskiy et al. 2020]
to map a target image to a series of 9 intermediate images via a
non-autoregressive approach. However, this method is specifically
tailored for traditional Chinese painting. The work most related
to ours is Timecraft [Zhao et al. 2020], which generates time-lapse
videos from paintings by learning from actual painting videos. How-
ever, their method is limited to low-resolution (50x50 pixels) crops,
neglecting the full artwork’s context. Our method handles full paint-
ings with higher resolution.
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2.2 Diffusion Models
Diffusion models have recently demonstrated their success in vari-
ous tasks such as text-to-image [Rassin et al. 2022; Rombach et al.
2022; Saharia et al. 2022], image-to-image translation [Chen et al.
2023; Yang et al. 2022], and image-to-video synthesis [Blattmann
et al. 2023; Hu et al. 2023a]. [Blattmann et al. 2023] developed a
latent video diffusion model capable of generating videos from an
initial frame. [Hu et al. 2023a] proposed a diffusion framework to
synthesize character animation videos from a reference image and
a sequence of target poses. This framework includes a component
called ReferenceNet to inject features from the reference image
directly into the denoising UNet of the diffusion model. In this pa-
per, we adopt the ReferenceNet to inject the target image into our
diffusion-based renderer.

3 OUR METHOD
In a real painting process, an artist continually applies changes to the
current state of the canvas. Ourmethod formulates this process as an
autoregressive image generation problem. Given a target painting 𝐼𝑇
as input, we reconstruct a time-lapse video consisting of𝑇 keyframes
{𝐼1, ..., 𝐼𝑇 }, starting from a blank canvas 𝐼0 progressively towards the
target 𝐼𝑇 . Each keyframe transition represents a fixed time interval,
a feature of time-lapse videos. We start by presenting a one-step
canvas rendering approach for each canvas update and discussing its
limitations in Sec. 3.1. This motivates our two-stage design, which
incorporates additional semantic analysis. The details of the training
process are described in Sec. 3.2 and 3.3, while the testing is covered
in Sec. 3.4. Fig. 3 shows an overview of the method.

3.1 One-Stage Canvas Rendering Approach
For clarity, we will refer to step 𝑡 −1 as the current step and step 𝑡 as
the next step. The goal is to render next image 𝐼𝑡 based on 𝐼𝑡−1 and
𝐼𝑇 . We approach this as an image translation problem, and design a
diffusion-based renderer based on the denoising UNet𝑔𝑢 from Stable
Diffusion [Rombach et al. 2022]. This renderer leverages image
priors to enhance image quality by initializing 𝑔𝑢 with pretrained
weights from Stable Diffusion.

We train this diffusion-based renderer with inputs {𝐼𝑡−1, 𝐼𝑇 ,Δ𝑡 },
where 𝐼𝑡−1 is the ground-truth (GT) current image, and Δ𝑡 is the
actual time interval between 𝐼𝑡−1 and GT next image 𝐼𝑡 . By incor-
porating Δ𝑡 , we model the time spent on each update in the paint-
ing process, enabling the generation of videos with time-informed
keyframes during testing. The output 𝐼𝑡 , which predicts the next
image, is supervised using 𝐼𝑡 . For supervision, we start with a clean
latent 𝑧0 = 𝐸𝐼 (𝐼𝑡 ), where 𝐸𝐼 is the pretrained VAE encoder in Stable
Diffusion. We then apply the forward process to produce a noisy
latent 𝑧𝑠 = 𝛽𝑠𝑧0 + (1 − 𝛽𝑠 )𝜖 , where 𝑠 denotes a randomly sam-
pled denoising timestep, 𝜖 represents Gaussian noise, and 𝛽𝑠 is a
weighting parameter dependent on 𝑠 . The denoising UNet 𝑔𝑢 is then
employed to denoise 𝑧𝑠 . We update the parameters of the renderer
by minimizing the following loss function:

L = E𝑠,𝑧0,𝜖 | |𝑔𝑢 (𝑧𝑠 , 𝑐, 𝑠) − 𝜖 | |22, (1)

where 𝑐 represents the conditional signals of 𝑔𝑢 , consisting of fea-
tures of {𝐼𝑇 , 𝐼𝑡−1,Δ𝑡 }.We extract these features usingReferenceNet

𝑔𝑟 , feature encoder 𝑔𝑓 , time encoder 𝑔𝑡 and next CLIP genera-
tor 𝑔𝑐 . During the training, we jointly update 𝑔𝑢 , 𝑔𝑟 , 𝑔𝑓 , 𝑔𝑡 , and 𝑔𝑐
using Eq.1. Please refer to the gray box “Training: Canvas Rendering”
in Fig. 3 (excluding the mask and text in the purple box).
ReferenceNet 𝑔𝑟 . The target image 𝐼𝑇 is integrated into 𝑔𝑢 through
𝑔𝑟 , as introduced in [Hu et al. 2023a]. The ReferenceNet 𝑔𝑟 utilizes
the same UNet architecture and pretrained weights (for initializa-
tion) from Stable Diffusion [Rombach et al. 2022], ensuring feature
extraction within the same feature space as 𝑔𝑢 . It takes the target
image 𝐼𝑇 as input, and extracts intermediate feature maps from
its self-attention layers. These feature maps are then fused into
𝑔𝑢 by concatenating them with corresponding feature maps from
the same layers in 𝑔𝑢 . We opt for the design of ReferenceNet be-
cause it fuses features more effectively than other designs, such as
ControlNet [Zhang et al. 2023], in practice.
Feature encoder 𝑔𝑓 . It consists of a shallow convolutional neural
network (CNN) to encode 𝐼𝑡−1, denoted as 𝑔𝑓 (𝐼𝑡−1). We found that
this shallow network effectively learns features of 𝐼𝑡−1 while saving
computational time. The encoded feature map has the same spatial
resolution of 𝑧𝑠 (noisy latent of 𝐼𝑡 ), and is concatenated with 𝑧𝑠 along
channel dimension as spatial input to the 𝑔𝑢 during training. The
first layer of 𝑔𝑢 is modified to adjust to the new channel dimension.
Time encoder 𝑔𝑡 and next CLIP generator 𝑔𝑐 . First, we design a
time encoder 𝑔𝑡 that applies positional encoding – same as that used
in NeRF [Mildenhall et al. 2021] – to theΔ𝑡 , followed by amulti-layer
perceptron (MLP) that maps the positional encoding feature dimen-
sion from 21 to 768. This results in the time embeddings 𝑔𝑡 (Δ𝑡 ). The
advantage of positional encoding lies in its ability to adapt to vary-
ing Δ𝑡 across different training samples. This continuous encoding
enhances interpolation capabilities, useful for handling specific time
intervals during testing. Moreover, to provide additional painting
guidance for 𝑔𝑢 , we introduce the next CLIP generator 𝑔𝑐 , imple-
mented as an MLP. This module inputs the CLIP embeddings of 𝐼𝑡−1
and 𝐼𝑇 , and outputs the predicted CLIP feature of the next image.
This predicted CLIP feature and 𝑔𝑡 (Δ𝑡 ) are concatenated and fed
into the cross-attention layers of 𝑔𝑢 .
Fig. 5 (b) illustrates the results of using this model without in-

corporating Δ𝑡 . In this scenario, significant content is added in a
single update, which does not effectively represent the progressive
nature of the painting process. When Δ𝑡 is included through 𝑔𝑡
(Fig. 5 (c)), the new content volume per update is better controlled;
however, this approach still results in unnatural rendering of moun-
tains, as the yellow layers prematurely appear before the completion
of the green mountain base. This indicates that a purely pixel-based
network struggles to fully capture the semantics of the painting,
prompting the need for more explicit semantic controls.

3.2 Training: Instruction Generation
To address the aforementioned issues of the purely pixel-based
method, we draw inspiration from typical artistic practices, where
artists decide what to paint and where, then apply paint accordingly.
Based on this observation, we propose a two-stage method (Fig. 3)
where we first generate text and mask instructions as semantic
guidance. These instructions are then used to steer the diffusion-
based renderer. In this section, we describe the training of a text
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Fig. 3. Method overview. The training has two stages. The instruction generation stage (left two gray boxes) includes the text instruction generator (green)
and the mask instruction generator (light orange). These generators produce the text and mask instructions essential for updating the canvas in the next stage.
The second stage is canvas rendering (third gray box), where a diffusion-based renderer generates the next image based on multiple conditional signals, such
as text and mask instructions. Omitting the text and mask (purple boxes) yields the one-stage method described in Sec. 3.1. To simplify the figure, we omit the
VAE encoder, CLIP encoder, and text encoder. During testing at step 𝑡 − 1 (last gray box), we first generate a text instruction (green arrows), which is then
used to create a region mask (orange arrows). Both are then provided to the canvas rendering stage to produce the next image (blue arrows). Image courtesy
Catherine Kay Greenup.

and mask generator. These two generators are used to produce two
types of instructions for each canvas update: a text instruction 𝑝𝑡 ,
describes what semantic content to paint, and a region mask �̂�𝑡 ,
specifies the focus regions corresponding to the text instruction.

3.2.1 Text Instruction Generator. Like an artist who envisions a
target image and compares it to the current state of the work to de-
cide what to paint next, our text instruction generator must discern
visual content and generate appropriate textual instructions. This
provides high-level guidance for the painting order. We implement
this generator using the architecture of a large vision-language
model LLaVA [Liu et al. 2023a]. LLaVA accepts a single image com-
bined with a question text prompt and produces a response text
prompt. For training, as the generator requires a single image input,
we horizontally concatenate the target image, 𝐼𝑇 , and the ground-
truth current image, 𝐼𝑡−1, to form the input. The text instruction 𝑝𝑡
is generated as follows:

𝑝𝑡 = 𝑔𝑡𝑒𝑥𝑡 ( [𝐼𝑇 , 𝐼𝑡−1], 𝑝), (2)

where 𝑔𝑡𝑒𝑥𝑡 is the generator, and [·, ·] is horizontal concatenation of
two images. 𝑝 is the question text prompt (details in supplementary).
To enhance the model’s performance and reduce training time,

we initialize the text generator, 𝑔𝑡𝑒𝑥𝑡 with pretrained weights of
LLaVA 1.5 [Liu et al. 2023a]. The text generator is fine-tunedwith full
supervision of the ground-truth text instructions 𝑝𝑡 . The leftmost
gray box in Fig. 3 visualizes this process, where “grass” is generated
as the text instruction for the next step.
Fig. 4 shows the text instructions generated during the painting

process of in-the-wild paintings at test time. These instructions
guide our renderer to use layering techniques, painting from back to
front. This demonstrates that 𝑔𝑡𝑒𝑥𝑡 not only captures the semantic
essence of the target paintings but also effectively learns the painting
order from the dataset.

3.2.2 Mask Instruction Generator. On top of what to paint, an artist
also decides where on the canvas to apply the content. Our method

Sky

Cloud

MountainTree

Grass Flower

Sky

Water

Island

Reflection

Details

Fig. 4. Generated text instructions. The sequence of generated text in-
structions (yellow text and arrows) demonstrate a natural painting order,
arranging elements from back to front such as clouds over the sky, flowers
over grass, and reflections over water. The “Details” in the right image refers
to water texture and small details on the island. Each text instruction may
repeat over multiple frames but is displayed only once to simplify this figure.
Images courtesy the Art Institute of Chicago and Cleveland Museum of Art.

formulates this as a binary region mask, �̂�𝑡 . This mask provides
instructions that specify focus regions for each step of the painting
process. For training, as visualized in the second gray box in Fig. 3,
our mask instruction generator considers 4 factors to determine the
intended painting region: (1) The GT current image 𝐼𝑡−1 and target
image 𝐼𝑇 . (2) Text instruction 𝑝𝑡 . During training, we use the ground-
truth instruction 𝑝𝑡 to ensure that the training is guided by accurate
instructional data. (3) Difference mask𝑀𝑑 , which represents areas
of the current canvas that are still incomplete relative to the target
image. This binary mask𝑀𝑑 is derived by computing the difference
map between 𝐼𝑇 and 𝐼𝑡−1 using perceptual distance [Zhang et al.
2018]. This difference map is then binarized using a threshold 𝛼 =

0.2, setting pixels with values above 𝛼 to 1 in 𝑀𝑑 . Formally, we
define the operations of computing 𝑀𝑑 as 𝐷 (𝐼𝑇 , 𝐼𝑡−1, 𝛼). (4) Time
interval Δ𝑡 , which can influence the size of the intended painting
regions, as less area may be covered when less time is available.
Considering all these factors, we design our mask instruction

generator based on the UNet proposed in Stable Diffusion (but
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(a) Inputs (b) CLIP Embed (CE) (c) CE + Time Embed (TE) (d) CE + TE + Text (e) CE + TE + Mask (f) CE + TE + Text + Mask

Fig. 5. Effects of conditional signals. (a) shows the current canvas and target image (inset). With only predicted CLIP embeddings of the next image (b), the
model generates excessive content per update. Including time intervals (c) properly limits new content volume but results in unnatural mountain rendering.
Omitting the mask instruction (d) causes the renderer to complete the mountain area in one step, relying heavily on the text instruction “mountain”. Omitting
the text instruction (e) results in generating some of the green lake (red arrow) before completing the mountain (mask shown in the inset). The full pipeline (f)
updates the canvas at a reasonable pace, drawing the top of the mountain in green, before layering on the yellow region. Image courtesy Catherine Kay
Greenup.

without noise as input). The cross-attention design of this UNet
architecture allows us to seamlessly incorporate textual and time
interval information as conditional signals.

The mask generator 𝑔𝑚𝑎𝑠𝑘 has two inputs. The first one is spatial
input, which includes 𝐼𝑇 , 𝐼𝑡−1, and 𝑀𝑑 . Specifically, we begin by
encoding 𝐼𝑇 and 𝐼𝑡−1 using the pretrained VAE image encoder 𝐸𝐼 .
This encoder reduces the spatial resolution by a factor of 8 and
converts the channel dimension from 3 to 4. We then concatenate
these encoded images with the downsampled𝑀𝑑 (notation remains
unchanged for simplicity) along the channel axis to form the com-
posite spatial input: [𝐸𝐼 (𝐼𝑇 ), 𝐸𝐼 (𝐼𝑡−1), 𝑀𝑑 ]. This spatial input is fed
into the UNet similarly to Sec. 3.1.
The second one is the conditional input, which encodes 𝑝𝑡 and

Δ𝑡 . We first use the pretrained text encoder 𝑔𝑝 in Stable Diffusion
to encode 𝑝𝑡 , producing a text embedding with 77 tokens, each of
dimension 768. For Δ𝑡 , similar to Sec. 3.1, we use 𝑔𝑡 (same archi-
tecture but different weights) to compute time embeddings with
dimension 1 x 768. The time embedding is treated as an additional
token and concatenated with the text embeddings to form the 78-
token conditional input [𝑔𝑝 (𝑝𝑡 ), 𝑔𝑡 (Δ𝑡 )] for cross-attention layers.
Formally, we denote the generation of �̂�𝑡 as follows:

�̂�𝑡 = 𝑔𝑚𝑎𝑠𝑘 ( [𝐸𝐼 (𝐼𝑇 ), 𝐸𝐼 (𝐼𝑡−1), 𝑀𝑑 ], [𝑔𝑝 (𝑝𝑡 ), 𝑔𝑡 (Δ𝑡 )]). (3)

During the training, we keep 𝑔𝑝 and 𝐸𝐼 frozen, and update weights
in 𝑔𝑚𝑎𝑠𝑘 and 𝑔𝑡 . The training is supervised by the downsampled GT
mask𝑀𝑡 = 𝐷 (𝐼𝑡 , 𝐼𝑡−1, 𝛼) using the binary cross-entropy loss.

3.3 Training: Canvas Rendering
Canvas rendering aims to generate 𝐼𝑡 using the current and tar-
get images, alongside text and mask instructions, within a speci-
fied time interval. We modify the diffusion renderer introduced in
Sec. 3.1 to integrate text and mask instructions while keeping other
components unchanged, as shown in Fig. 3 (third gray box). For
training, we use the ground-truth text and mask. Specifically, we
replace 𝑔𝑓 (𝐼𝑡−1) with 𝑔𝑓 ( [𝐼𝑡−1, 𝑀𝑡 ]). Here [·, ·] refers to concatena-
tion along channel axis. We modify first layer of 𝑔𝑓 to handle this
change. The text 𝑝𝑡 is encoded by 𝑔𝑝 , concatenated with predicted
CLIP embeddings and time embeddings, and then input into the
cross-attention layers. We found these CLIP embeddings provide
semantic features beyond what is captured by explicit text and mask

instructions alone. For instance, consider column 2 in row 1 of
Fig. 6, where the text “mountain” and its corresponding mask serve
as the instructions. These instructions do not specify whether the
mountain should be painted with intricate details or in a rough,
preliminary form, with finer details to be added later. Without CLIP
embeddings, the model completes the mountain in full detail, devi-
ating from the painting style of the training set. Incorporating the
embeddings helps guide the model to adhere to the painting style.
Fig. 5 demonstrates the impact of excluding various conditional

signals. By omitting the mask, variant (d) generates the entire se-
mantic content (i.e., mountain) at once, underscoring the importance
of pixel-level mask guidance. Without text for high-level semantic
guidance, variant (e) unexpectedly paints some of the green lake
on the canvas. In contrast, the full pipeline (f) achieves the most
natural result by integrating all these conditions.

3.4 Test-Time Generation
At inference time, we begin with a blank (white) canvas 𝐼0, and
update this canvas autoregressively using our trained pipeline to
approximate a target painting 𝐼𝑇 . We use a fixed time interval Δ̂𝑡
across all steps, following our definition of keyframes. This process is
terminated when minimal updates are applied (see supplementary).
We visualize an update in a specific step 𝑡 −1 in Fig. 3 (the rightmost
gray box). Given the current image 𝐼𝑡−1 predicted by previous step,
we first generate the text instruction 𝑝𝑡 by employing Eq.2 and
substituting 𝐼𝑡−1 with 𝐼𝑡−1. Then we compute the mask �̂�𝑡 using
Eq.3 by replacing 𝐼𝑡−1 with 𝐼𝑡−1, 𝑀𝑑 with �̂�𝑑 = 𝐷 (𝐼𝑇 , 𝐼𝑡−1, 𝛼), 𝑝𝑡
with 𝑝𝑡 , and Δ𝑡 with Δ̂𝑡 . Finally, to render 𝐼𝑡 , we start with random
noise 𝑧𝑆 and perform 𝑆 denoising steps using {𝐼𝑡−1, 𝐼𝑇 , 𝑝𝑡 , �̂�𝑡 , Δ̂𝑡 }
through diffusion renderer. This results in 𝑧0 which is decoded
by the VAE decoder from Stable Diffusion, producing 𝐼𝑡 . Please
refer to the supplementary for details on training and test-time
generation, including hyperparameters, execution time, and GT text
annotations.
Fig. 6 visualizes consecutive keyframes of the painting process

generated by our method, guided by the text and mask instructions.
In the early stages of the process (row 1), the method typically
focuses on a single semantic class per update. In latter stages of
the process (row 2), once the background is completed, the focus
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Target Image

Target Image

water whale details details details

mountain grass grasssky mountain

17 more frames

…

13 frames

…

Fig. 6. Qualitative results with generated texts and masks.We show five consecutive generated keyframes (left) given in-the-wild target images (far-right).
The text (caption) and mask (inset) for each keyframe are the generated instructions used to produce that keyframe. The first row illustrates the early stages
of the process, where our method paints sequentially from back (sky) to front (grass), typically focusing on one subject per keyframe based on the provided
text and mask. For instance, keyframes 4 and 5 focus exclusively on grass, disregarding other elements like trees (layered on later) that occupy the same region
of the target image. The second row depicts the final stages of the painting process for a different painting. Here, our method paints the water before layering
on the whale. The process concludes with the addition of final details scattered throughout the painting (as guided by text and mask), mimicking techniques
used by human artists. The resulting keyframe sequence reflect human-like decisions in painting order, semantic attention, and layering techniques. Images
courtesy Catherine Kay Greenup.

switches to completing foreground and refining details. Here, “de-
tails” refer to fine elements typically painted in the later stages such
as the ocean spray. In the second row of Fig. 6, columns 4-6 illus-
trate the finishing of these elements using the same text instruction
“details” but different mask instructions over three frames.

4 EXPERIMENTS
Datasets. We collected a dataset of 294 videos with typical acrylic
landscape painting processes. The collection features common themes
such as mountains, trees, flowers, and lakes, with paintings repre-
senting various times of day and weather conditions. Each video
averages 9 minutes in length and is often sped up for more efficient
viewing. The footage comprehensively captures the complete paint-
ing process, including views of the canvas and palette as well as
continuous hand and paintbrush movements throughout the video.

For data preprocessing, we employed a pretrained segmentation
method [Liu et al. 2023c] to segment all video frames, cropping them
to focus solely on the canvas areas. Further, the cropped frames
showing hands, paint strokes, or minimal changes were excluded.
After preprocessing, we divided the dataset into 265 training and
29 validation paintings. Both subsets have an average of 27 frames
per artwork, with time intervals averaging around 23.6 seconds in
training and 22.0 seconds in validation between frames. The training
and validation sets have 7261 and 783 pairs. During testing, the time
interval is set to 20 seconds unless stated otherwise.
Our Results. Fig. 7 shows the outcomes of our pipeline on in-
the-wild paintings. First, the generated painting process resembles
human-like painting orderings, typically painting from back to front,
saving foreground objects and fine details for the last stages. For
example, in row 1, the sequence starts with the sky, moves to the
water, and finishes with foreground objects and details such as
the boats, the sun, its reflection, and water texture. Second, each
phase of the painting process focuses on specific semantic objects
or areas. For instance, transitions from columns 3 to 6 in row 1

mainly focus on the sun, its reflection on the water, and the boats,
respectively. Third, the underlayering contents are reliably rendered
in the intermediate images when applying the layering techniques.
For example, the base of the mountain is painted in row 2, column
1, with additional details added in column 2. Similarly, clouds are
layered across the sky in row 6, columns 1 to 2. Finally, our method
effectively handles artworks of various aspect ratios and artistic
styles such as Impressionism. It also accommodates paintings with
varied color themes. More results are in supplementary.
Baselines. We consider three baselines in the main paper (more
baselines in supplementary). (1)Timecraft [Zhao et al. 2020] employs
a conditional variational autoencoder to create time-lapse videos
from paintings. It trains on real painting videos to emulate the
human painting process. However, it handles only low-resolution
50x50 crops from downscaled paintings (126x168) due to computa-
tional limits. We trained the model on our dataset following their
training strategy. For evaluation, we resized the target painting to
50x50 as input and scale the output videos back to the original paint-
ing’s resolution. See the supplementary for evaluation on cropped
paintings. (2) Paint Transformer [Liu et al. 2021] generates a stroke-
level painting process from an input painting. This self-supervised
method does not rely on real painting videos, but instead employs
a hand-crafted coarse-to-fine strategy to mimic human painting
process. We used the pretrained model provided by the authors for
our comparisons. Please see supplementary for more stroke-based
rendering baselines [Hu et al. 2023b; Zou et al. 2021]. (3) Stable Video
Diffusion (SVD) [Blattmann et al. 2023] produces a 14- or 25-frame
video given the first frame as input. We fine-tuned a 14-frame model
on our dataset using LoRA[Hu et al. 2021]. During this fine-tuning,
we sampled one frame from our training sequences as input and
its previous 13 frames as ground truth, padding with white images
where necessary. For inference, the target painting was input into
the fine-tunedmodel to generate 14 frames. The final frame from this
sequence initiated the next set of 14 frames, continuing until a white
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Generated Painting Process (Sampled KeyFrames)

Fig. 7. Qualitative results. We show results on in-the-wild paintings (right-most column), where the left five columns are sampled keyframes from the
generated painting process. Our method effectively handles landscape paintings across various artistic styles, including Impressionism, Post-Impressionism,
and Realism. It also adapts to different color themes, as shown. The generated videos showcase human-like layering techniques, painting orders, and semantic
region attention. Images courtesy Catherine Kay Greenup, National Gallery of Art, Washington, and Rawpixel.
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canvas is achieved. Please see supplementary for implementation
details of all baselines.
Metrics. We aim to evaluate the methods in 5 aspects. (1) Human-
likeness of the painting order. This measures whether the generated
videos mimic human painting order. (2) Focus consistency in can-
vas updates. This checks if each update targets specific, reasonable
areas. (3) Convergence speed towards the target painting. This eval-
uates the speed at which the generated video progresses towards
the target painting. (4) Adherence to specified time intervals be-
tween keyframes. This evaluates whether the temporal progression
between generated keyframes aligns with predefined intervals, re-
flecting the dynamics of an actual painting process. (5) Video quality.
We design 5 metrics to cover these aspects.

• LPIPS. This addresses aspects (1) and (4). It calculates the
perceptual distance between each frame in the real paint-
ing video and the closest generated keyframe based on the
time. For example, a real frame at 1:17 is compared with the
generated frame at 1:20, assuming a 20-second time interval.

• IoU (Intersection over Union). It evaluates aspect (2) with-
out considering painting order. We first compute difference
masks for consecutive frames in both real and generated
videos using the function 𝐷 (defined in Sec. 3.2.2). For each
generated difference mask, we then calculate the IoU with all
real difference masks, selecting the highest value as the final
IoU.

• DDC (Difference of Distance Curve). It evaluates aspects (3)
and (4) by comparing the distance curves of the generated
and real sequences. The distance curve of a sequence de-
picts its progression towards the target painting, plotting
time (x-axis, minutes) against LPIPS distance (y-axis) between
target and current images. We use Dynamic Time Warping
(DTW) [Müller 2007] to compute the difference between gen-
erated and real curves, accommodating time shifts.

• DTS (Difference of Time Spent). Evaluating aspect (4), DTS
measures the temporal difference in minutes between the
durations of the real and generated painting videos.

• FID (Fréchet InceptionDistance) [Heusel et al. 2017] compares
frames in generated and GT videos for aspect (5).

To compute these metrics, for SVD and Timecraft (trained on
our dataset), we set the time interval to 23.6 seconds, matching our
training set’s average. For the self-supervised Paint Transformer, we
set it to 2.8 seconds, based on the average training video duration
(561 seconds) divided by the number of frames (200). All metrics are
calculated for each painting and averaged across the validation set
to derive overall performance metrics.
Comparison with Baselines. First, we present a qualitative com-
parisonwith baselines, as illustrated in Fig. 8. SVD generates artifacts
such as the red blocks in the sky regions of column 1. This issue
occurs because the target image has a tree that obscures this area,
and SVD fails to realistically render the obscured regions. It also
results in unreasonable painting orders and often stalls during the
painting process, leading to extended convergence times (columns 5
and 6). Paint Transformer demonstrates a non-human-like painting
order in which strokes are added in parallel to different grid cells
of a canvas. Timecraft produces visible artifacts in low-resolution

Method LPIPS ↓ IoU ↑ DDC ↓ DTS ↓ FID ↓
Paint Transformer 0.643 0.104 94.61 6.057 337.3
Timecraft 0.602 0.251 153.2 9.964 289.8
SVD 0.500 0.197 135.5 8.577 168.3
Ours-TE-TG-MG 0.468 0.128 88.13 6.204 203.3
Ours-TG-MG 0.447 0.139 62.79 4.913 187.4
Ours-TE 0.413 0.375 58.81 4.153 167.5
Ours-MG 0.435 0.175 61.09 3.972 182.5
Ours-TG 0.399 0.400 39.41 2.120 161.1
Ours-RN 0.416 0.396 46.71 1.542 174.2
Ours-CE 0.371 0.402 34.16 1.346 158.4
Ours 10 0.369 0.349 35.27 1.693 158.7
Ours 30 0.387 0.353 36.26 1.933 151.7
Ours 0.364 0.418 32.66 1.273 150.6
Table 1. Comparison with baselines and our ablation variants. Our
full model (with a time interval of 20) outperforms all of them.

videos, likely because its conditional variational autoencoder does
not match the image generation quality of diffusion models. Besides,
this pure pixel-based method also produces unreasonable painting
orders. Our model outperforms these baselines. Finally, we present
the quantitative comparisons in Table. 1. Our pipeline surpasses
all tested baselines across all metrics. For additional comparisons
and analysis, including the visualization of distance curves and the
distribution of their slopes, please refer to the supplementary.
Human Study. We conducted a human study on the generated
painting processes of 8 in-the-wild paintings. The 33 participants
were first presented with 3 examples of the real painting process as
reference. Then for each painting, the participants were presented
with 4 randomly shuffled painting processes (1 for our method
and 3 for baselines), and were asked to give a rating from 1 to 5
(higher means better) for each process. We normalized the rating
of each example and user to remove the user bias. Our method
achieves the highest average rating, surpassing SVD by 1.9 times,
Paint Transformer by 2.1 times, Timecraft by 3.0 times. These show
that ourmethod can produce a better painting process than baselines.
Please see supplementary for more details.
Ablation Study. We perform two ablation studies. The first one
evaluates the different components in the pipeline using 7 variants.
(1) Ours-TE-TG-MG: full model excluding time embeddings, text,
and mask generators. (2) Ours-TG-MG: full model without text and
mask generators. (3) Ours-TE: full model without time embeddings,
omitting the time interval in the pipeline. (4) Ours-MG: full model
without the mask generator. (5) Ours-TG: full model without the
text generator, omitting text in the pipeline. (6) Ours-RN : full model
without ReferenceNet, where the target image is inputted to the
feature encoder in a manner similar to the current image. (7) Ours-
CE: full model without the next CLIP generator. Results shown in
Table. 1 and Fig. 5 indicate that the full model surpasses all variants.
In addition to the discussion in Sec. 3, we observe that: (1) Ours
outperforms Ours-TE, especially on DDC and DTS, highlighting the
importance of time embeddings. (2) Ours-MG exhibits poor perfor-
mance in IoU, illustrating the effectiveness of mask guidance for
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GT

Ours

SVD

Paint
Transformer

Timecraft

Fig. 8. Comparison with baselines. Displayed frames are evenly sampled from GT (top row) and generated videos (other rows). The last GT frame (top-right)
is used as input. SVD produces noticeable artifacts such as strange color blocks and truncated tree trunks, as highlighted by the red arrows in columns 1 and
3. Additionally, it produces unreasonable painting orders and tends to get stuck during the process (e.g., minimal change between columns 5 and 6). Paint
Transformer displays a non-human-like painting order and can only produce a “stylized” version of the target painting due to the limitations of parameterized
paintstrokes. Timecraft results in blurry outputs with noticeable artifacts. In contrast, our method better mimics the human-like painting process and achieves
higher visual quality.

(a) Current Image (b) 10 seconds (c) 20 seconds (d) 30 seconds (e) Target Image

Fig. 9. Ablation of time interval. (a) and (e) show the current and target image, respectively. (b) to (d) show the predicted next images and their masks
(inset) given different time intervals. As the time interval increases, the size of the predicted mask expands, leading to more extensive updates on the canvas.
Image courtesy Cleveland Museum of Art.

focus regions. (3) Ours outperforms Ours-RN, showing the effective-
ness of using ReferenceNet to inject target image features into the
diffusion model. (4) Ours works better than Ours-CE, indicating that
the next CLIP generator offers beneficial complementary guidance.
The second ablation study evaluates the effect of different time

intervals during testing. We test two variants, Ours 10 and Ours 30,
with time intervals set to 10 and 30 seconds respectively. Table. 1
shows that the IoU for these variants is lower than Ours, which
might be because the average time interval in the validation set is
around 22 seconds, closer to Ours (20 seconds). This suggests that
time embeddings effectively guide the mask generator to produce

reasonable size of region masks. Additionally, Fig. 9 visualizes the
impact of different time intervals on a single canvas update. A larger
time interval leads to a larger region mask and a more substantial
update on the canvas, demonstrating how time intervals can be used
to regulate the number of frames required to complete a painting.
Different time intervals can also be used at various stages of the
painting process based on user needs.
Analysis of the Text and Mask Generators. First, we compare
the entire sequences of our generated text instructions with the
sequences of GT instructions in two ways: (a) without considering
order, 91% of our instructions appear in the GT instructions, and
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(a) Input (b) Time Map

Fig. 10. Emergent property. The time map (b), derived from the difference
masks, is similar to the (inverse) depth map of the target painting (a). This
highlights our method’s effectiveness in capturing the typical painting
principle of layering from back to front, as learned from the training videos.
Image courtesy Simon Berger.

(b) taking order into account by computing the longest common
subsequence (LCS) between GT and our instructions, 78% of our
instructions are included in the LCS. These show that our text
generator provides reasonable instructions for the painting order.
Second, instead of evaluating entire text instruction sequences,

we evaluate a single canvas update with GT current image and time
interval as input. This enables the use of GT text and masks for
each update during evaluation. Our text generator produces text
instructions that align with GT text 72% of the time, outperforming
the pretrained LLaVA model used to initialize it (31%). When provid-
ing the predicted text as input to the mask generator, the predicted
mask’s IoU is 0.64, slightly lower than using GT text (0.70). These
demonstrate the text generator’s effectiveness.
Finally, we also evaluate our mask generator based on a single

canvas update. Generating masks by a pretrained segmentation
method [Liu et al. 2023c] using GT text yields an IoU of 0.42, lower
than our mask generator’s 0.70. Removing the text condition in
our mask generator yields a suboptimal IoU of 0.58. These results
demonstrate the effectiveness of our mask generator design.
Error Accumulation. Our approach of training the diffusion mod-
els with GT inputs helps alleviate error accumulation. Specifically,
training with GT texts and masks avoids errors propagated from the
trained text and mask generators, achieving better LPIPS score of
0.364 compared to training with predicted texts and masks (0.438).
Additionally, training with GT current frames enhances both stabil-
ity and efficiency. Furthermore, during inference, using the target
image as input helps the convergence of the painting process and
further alleviates error accumulation.

5 DISCUSSIONS
Emergent Property. Our method showcases an emergent property
related to the painting principle, as depicted in Fig. 10. The time
map (b) is derived from difference masks �̂�𝑡 between consecutive
keyframes in the generated videos. Each mask is weighted by its se-
quence position 𝑡 and merged into a single image, with overlapping
areas selecting the highest value to form the time map. This map is
similar to a depth map, indicating that the back-to-front painting
principle – reflective of the artists’ styles in our training dataset –
has been effectively captured by our method.

Fig. 11. Failure cases. Trained only on landscapes, our method produces
unnatural results on portraits. Image courtesy the MET.

Limitations and FutureWork. Ourmethod has several limitations.
First, it is trained on landscape paintings and struggles to generalize
to other types of paintings like portraits (Fig. 11). Future work will
involve extending its applicability to different genres. Second, our
method currently exhibits limited painting styles due to the training
data. Training on a larger and more diverse dataset could help the
model learn various painting styles. Third, our method fails when
encountering paintings with large objects (e.g., colosseum) that are
uncommon in the landscape. In such cases, the model can still paint
the objects with the help of predicted CLIP embeddings, but in
an incorrect painting order. Incorporating a semantic map could
potentially address this issue.
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